**Practical Tutorial on Random Forest and Parameter Tuning in R**

**Introduction**

Treat "forests" well. Not for the sake of nature, but for solving problems too!

Random Forest is one of the most versatile machine learning algorithms available today. With its built-in ensembling capacity, the task of building a decent generalized model (on any dataset) gets much easier. However, I've seen people using random forest as a black box model; i.e., they don't understand what's happening beneath the code. They just code.

In fact, the easiest part of machine learning is *coding*. If you are new to machine learning, the random forest algorithm should be on your tips. Its ability to solve—both regression and classification problems along with robustness to correlated features and variable importance plot gives us enough head start to solve various problems.

Most often, I've seen people getting confused in bagging and random forest. Do you know the difference?

In this article, I'll explain the complete concept of random forest and bagging. For ease of understanding, I've kept the explanation simple yet enriching. I've used MLR, data.table packages to implement bagging, and random forest with parameter tuning in R. Also, you'll learn the  techniques I've used to improve model accuracy from ~82% to 86%.
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**What is the Random Forest algorithm?**

Random forest is a tree-based algorithm which involves building several trees (decision trees), then combining their output to improve generalization ability of the model. The method of combining trees is known as an ensemble method. Ensembling is nothing but a combination of weak learners (individual trees) to produce a strong learner.

Say, you want to watch a movie. But you are uncertain of its reviews. You ask 10 people who have watched the movie. 8 of them said " the movie is fantastic." Since the majority is in favor, you decide to watch the movie. This is how we use ensemble techniques in our daily life too.

Random Forest can be used to solve regression and classification problems. In regression problems, the dependent variable is continuous. In classification problems, the dependent variable is categorical.

**Trivia:** The random Forest algorithm was created by [Leo Brieman](https://en.wikipedia.org/wiki/Leo_Breiman) and [Adele Cutler](https://www.linkedin.com/in/adele-cutler-b778b42a) in 2001.

**How does it work? (Decision Tree, Random Forest)**
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1. Given a data frame (n x p), a tree stratifies or partitions the data based on rules (if-else). Yes, a tree creates rules. These rules divide the data set into distinct and non-overlapping regions. These rules are determined by a variable's contribution to the homogenity or pureness of the resultant child nodes (X2,X3).

2. In the image above, the variable X1 resulted in highest homogeneity in child nodes, hence it became the root node. A variable at root node is also seen as the most important variable in the data set.

3, But how is this homogeneity or pureness determined? In other words, how does the tree decide at which variable to split?

* In **regression trees** (where the output is predicted using the mean of observations in the terminal nodes), the splitting decision is based on minimizing RSS. The variable which leads to the greatest possible reduction in RSS is chosen as the root node. The tree splitting takes a **top-down greedy** approach, also known as *recursive binary splitting*. We call it "greedy" because the algorithm cares to make the best split at the current step rather than saving a split for better results on future nodes.
* In **classification trees** (where the output is predicted using mode of observations in the terminal nodes), the splitting decision is based on the following methods:
  + **Gini Index** - It's a measure of node purity. If the Gini index takes on a smaller value, it suggests that the node is pure. For a split to take place, the Gini index for a child node should be less than that for the parent node.
  + **Entropy** - Entropy is a measure of node impurity. For a binary class (a,b), the formula to calculate it is shown below. Entropy is maximum at p = 0.5. For p(X=a)=0.5 or p(X=b)=0.5 means, a new observation has a 50%-50% chance of getting classified in either classes. The entropy is minimum when the probability is 0 or 1.

Entropy = - p(a)\*log(p(a)) - p(b)\*log(p(b))

![entropy curve](data:image/png;base64,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)

In a nutshell, every tree attempts to create rules in such a way that the resultant terminal nodes could be as pure as possible. Higher the purity, lesser the uncertainity to make the decision.

But a decision tree suffers from high variance. "High Variance" means getting high prediction error on unseen data. We can overcome the variance problem by using more data for training. But since the data set available is limited to us, we can use resampling techniques like bagging and random forest to generate more data.

Building many **decision** **trees** results in a **forest**. A random forest works the following way:

1. First, it uses the Bagging (Bootstrap Aggregating) algorithm to create random samples. Given a data set D1 (n rows and p columns), it creates a new dataset (D2) by sampling n cases at random with replacement from the original data. About 1/3 of the rows from D1 are left out, known as Out of Bag(OOB) samples.
2. Then, the model trains on D2. OOB sample is used to determine unbiased estimate of the error.
3. Out of p columns, P << p columns are selected at each node in the data set. The P columns are selected at random. Usually, the default choice of P is p/3 for regression tree and P is sqrt(p) for classification tree.
4. Unlike a tree, no pruning takes place in random forest; i.e, each tree is grown fully. In decision trees, pruning is a method to avoid overfitting. Pruning means selecting a subtree that leads to the lowest test errror rate. We can use cross validation to determine the test error rate of a subtree.
5. Several trees are grown and the final prediction is obtained by averaging or voting.

Each tree is grown on a different sample of original data. Since random forest has the feature to calculate OOB error internally, cross validation doesn't make much sense in random forest.

**What is the difference between Bagging and Random Forest?**

Many a time, we fail to ascertain that bagging is not same as random forest. To understand the difference, let's see how bagging works:

1. It creates randomized samples of the data set (just like random forest) and grows trees on a different sample of the original data. The remaining 1/3 of the sample is used to estimate unbiased OOB error.
2. It considers all the features at a node (for splitting).
3. Once the trees are fully grown, it uses averaging or voting to combine the resultant predictions.

Aren't you thinking, "If both the algorithms do same thing, what is the need for random forest? Couldn't we have accomplished our task with bagging?" NO!

The need for random forest surfaced after discovering that the bagging algorithm results in correlated trees when faced with a data set having strong predictors. Unfortunately, averaging several highly correlated trees doesn't lead to a large reduction in variance.

But how do correlated trees emerge? Good question! Let's say a data set has a **very strong predictor**, along with other **moderately** strong predictors. In bagging, a tree grown every time would consider the **very strong predictor**at its root node, thereby resulting in trees similar to each other.

The **main difference between** random forest and bagging is that random forest considers only a subset of predictors at a split. This results in trees with different predictors at top split, thereby resulting in **decorrelated trees** and more reliable average output. That's why we say random forest is robust to correlated predictors.

**Advantages and Disadvantages of Random Forest**

Advantages are as follows:

1. It is robust to correlated predictors.
2. It is used to solve both regression and classification problems.
3. It can be also used to solve unsupervised ML problems.
4. It can handle thousands of input variables without variable selection.
5. It can be used as a feature selection tool using its variable importance plot.
6. It takes care of missing data internally in an effective manner.

Disadvantages are as follows:

1. The Random Forest model is difficult to interpret.
2. It tends to return erratic predictions for observations out of range of training data. For example, the training data contains two variable x and  y. The range of x variable is 30 to 70. If the test data has x = 200, random forest would give an unreliable prediction.
3. It can take longer than expected time to computer a large number of trees.

**Solving a Problem (Parameter Tuning)**

Let's take a data set to compare the performance of bagging and random forest algorithms. Along the way, I'll also explain important parameters used for parameter tuning. In R, we'll use MLR and data.table package to do this analysis. I've taken the [Adult dataset](https://archive.ics.uci.edu/ml/datasets/Adult) from the UCI machine learning repository. You can download the data from [here](https://archive.ics.uci.edu/ml/machine-learning-databases/adult/).

This data set presents a binary classification problem to solve. Given a set of features, we need to predict if a person's salary is <=50K or >=50k. Since the given data isn't well structured, we'll need to make some modification while reading the data set.

#load libraries

library(data.table)

library(mlr)

library(h2o)

#set variable names

setcol <- c("age",` `"workclass",` `"fnlwgt",` `"education",` `"education-num",` `"marital-status",` `"occupation",` `"relationship",` `"race",` `"sex",` `"capital-gain",` `"capital-loss",` `"hours-per-week",` `"native-country",` `"target")

#load data

train <- read.table("adultdata.txt",header = F,sep = ",",col.names = setcol,na.strings = c(" ?"),stringsAsFactors = F)

test <- read.table("adulttest.txt",header = F,sep = ",",col.names = setcol,skip = 1, na.strings = c(" ?"),stringsAsFactors = F)

After we've loaded the data set, first we'll set the data class to data.table. data.table is the most powerful R package made for faster data manipulation.

setDT(train)

setDT(test)

Now, we'll quickly look at given variables, data dimensions, etc.

dim(train)

dim(test)

str(train)

str(test)

As seen from the output above, we can derive the following insights:

1. The train data set has 32,561 rows and 15 columns.
2. The test data has 16,281 rows and 15 columns.
3. Variable target is the dependent variable.
4. The target variable in train and test data is different. We'll need to match them.
5. All character variables have a leading whitespace which can be removed.

We can check missing values using:

#check missing values

table(is.na(train))

FALSE   TRUE

484153  4262

sapply(train, function(x) sum(is.na(x))/length(x))\*100

table(is.na(test))

FALSE  TRUE

242012 2203

sapply(test, function(x) sum(is.na(x))/length(x))\*100`<br/>

As seen above, both train and test datasets have missing values. The sapply function is quite handy when it comes to performing column computations. Above, it returns the percentage of missing values per column. Now, we'll preprocess the data to prepare it for training. In R, random forest internally takes care of missing values using mean/ mode imputation. Practically speaking, sometimes it takes longer than expected for the model to run.

Therefore, in order to avoid waiting time, let's impute the missing values using median / mode imputation method; i.e. missing values in the integer variable will be imputed with median and factor variables will be imputed with mode (most frequent value). We'll use the impute function from MLR package, which is enabled with several unique methods for missing value imputation:

imp1 <- impute(data = train,target = "target",classes = list(integer=imputeMedian(), factor=imputeMode()))

imp2 <- impute(data = test,target = "target",classes = list(integer=imputeMedian(), factor=imputeMode()))

train <- imp1$data

test <- imp2$data

Being a binary classification problem, you are always advised to check if the data is imbalanced or not. We can do it in the following way:

setDT(train)[,.N/nrow(train),target]

target     V1

1: <=50K   0.7591904

2: >50K    0.2408096

setDT(test)[,.N/nrow(test),target]

target     V1

1: <=50K.  0.7637737

2: >50K.   0.2362263

If you observe carefully, the value of the target variable is different in test and train. For now, we can consider it  a typo error and correct all the test values. Also, we see that 75% of people in train data have income <=50K. Imbalanced classification problems are known to be more skewed with a binary class distribution of 90% to 10%. Now, let's proceed and clean the target column in test data.

test[,target := substr(target,start = 1,stop = nchar(target)-1)]

We've used the substr function to return the subtring from a specified start and end position. Next, we'll remove the leading whitespaces from all character variables. We'll use str\_trim function from stringr package.

library(stringr)

char\_col <- colnames(train)[sapply(train,is.character)]

for(i in char\_col)

set(train,j=i,value = str\_trim(train[[i]],side = "left"))

Using sapply function, we've extracted the column names which have character class. Then, using a simple for - set loop we traversed all those columns and applied the str\_trim function. Before we start model training, we should convert all character variables to factor. MLR package treats character class as unknown.

fact\_col <- colnames(train)[sapply(train,is.character)]

for(i in fact\_col)

set(train,j=i,value = factor(train[[i]]))

for(i in fact\_col)

set(test,j=i,value = factor(test[[i]]))

Let's start with modeling now. MLR package has its own function to convert data into a task, build learners, and optimize learning algorithms. I suggest you stick to the modeling structure described below for using MLR on any data set.

#create a task

traintask <- makeClassifTask(data = train,target = "target")

testtask <- makeClassifTask(data = test,target = "target")

#create learner

bag <- makeLearner("classif.rpart",predict.type = "response")

bag.lrn <- makeBaggingWrapper(learner = bag,bw.iters = 100,bw.replace = TRUE)

I've set up the bagging algorithm which will grow 100 trees on randomized samples of data with replacement. To check the performance, let's set up a validation strategy too:

#set 5 fold cross validation

rdesc <- makeResampleDesc("CV",iters=5L)

For faster computation, we'll use parallel computation backend. Make sure your machine / laptop doesn't have many programs running at backend.

#set parallel backend (Windows)

library(parallelMap)

library(parallel)

parallelStartSocket(cpus = detectCores())

For linux users, the function parallelStartMulticore(cpus = detectCores()) will activate parallel backend. I've used all the cores here.

r <- resample(learner = bag.lrn , task = traintask, resampling = rdesc, measures = list(tpr,fpr,fnr,fpr,acc) ,show.info = T)

#[Resample] Result:

# tpr.test.mean=0.95 #fnr.test.mean=0.0505 #fpr.test.mean=0.487 #acc.test.mean=0.845

Being a binary classification problem, I've used the components of [confusion matrix](https://en.wikipedia.org/wiki/Confusion_matrix) to check the model's accuracy. With 100 trees, bagging has returned an accuracy of 84.5%, which is way better than the baseline accuracy of 75%. Let's now check the performance of  random forest.

#make randomForest learner

rf.lrn <- makeLearner("classif.randomForest")

rf.lrn$par.vals <- list(ntree = 100L, importance=TRUE)

r <- resample(learner = rf.lrn, task = traintask, resampling = rdesc, measures = list(tpr,fpr,fnr,fpr,acc), show.info = T)

# Result:

# tpr.test.mean=0.996 #fpr.test.mean=0.72 #fnr.test.mean=0.0034 #acc.test.mean=0.825

On this data set, random forest performs worse than bagging. Both used 100 trees and random forest returns an overall accuracy of 82.5 %. An apparent reason being that this algorithm is messing up classifying the negative class. As you can see, it classified 99.6% of the positive classes correctly, which is way better than the bagging algorithm. But it incorrectly classified 72% of the negative classes.

Internally, random forest uses a cutoff of 0.5; i.e., if a particular unseen observation has a probability higher than 0.5, it will be classified as <=50K. In random forest, we have the option to customize the internal cutoff. As the false positive rate is very high now, we'll increase the cutoff for positive classes (<=50K) and accordingly reduce it for negative classes (>=50K). Then, train the model again.

#set cutoff

rf.lrn$par.vals <- list(ntree = 100L, importance=TRUE, cutoff = c(0.75,0.25))

r <- resample(learner = rf.lrn, task = traintask, resampling = rdesc, measures = list(tpr,fpr,fnr,fpr,acc), show.info = T)

#Result: tpr.test.mean=0.934 #fpr.test.mean=0.43 #fnr.test.mean=0.0662 #acc.test.mean=0.846

As you can see, we've improved the accuracy of the random forest model by 2%, which is slightly higher than that for the bagging model. Now, let's try and make this model better.

**Parameter Tuning:** Mainly, there are three parameters in the random forest algorithm which you should look at (for tuning):

* **ntree** - As the name suggests, the number of trees to grow. Larger the tree, it will be more computationally expensive to build models.
* **mtry** - It refers to how many variables we should select at a node split. Also as mentioned above, the default value is p/3 for regression and sqrt(p) for classification. We should always try to avoid using smaller values of mtry to avoid overfitting.
* **nodesize** - It refers to how many observations we want in the terminal nodes. This parameter is directly related to tree depth. Higher the number, lower the tree depth. With lower tree depth, the tree might even fail to recognize useful signals from the data.

Let get to the playground and try to improve our model's accuracy further. In MLR package, you can list all tuning parameters a model can support using:

getParamSet(rf.lrn)

#set parameter space

params <- makeParamSet(makeIntegerParam("mtry",lower = 2,upper = 10),makeIntegerParam("nodesize",lower = 10,upper = 50))

#set validation strategy

rdesc <- makeResampleDesc("CV",iters=5L)

#set optimization technique

ctrl <- makeTuneControlRandom(maxit = 5L)

#start tuning

tune <- tuneParams(learner = rf.lrn, task = traintask, resampling = rdesc, measures = list(acc), par.set = params, control = ctrl, show.info = T)

#[Tune] Result: mtry=2 : nodesize=23 : acc.test.mean=0.858

After tuning, we have achieved an overall accuracy of 85.8%, which is better than our previous random forest model. This way you can tweak your model and improve its accuracy.

I'll leave you here. The complete code for this analysis can be downloaded from [Github](https://github.com/saraswatmks/Machine-Learning-in-R/blob/master/RandomForest.R).

**Summary**

Don't stop here! There is still a huge scope for improvement in this model. Cross validation accuracy is generally more optimistic than true test accuracy. To make a prediction on the test set, minimal data preprocessing on categorical variables is required. Do it and share your results in the comments below.

My motive to create this tutorial is to get you started using the random forest model and some techniques to improve model accuracy. For better understanding, I suggest you read more on confusion matrix. In this article, I've explained the working of decision trees, random forest, and bagging.

Did I miss out anything? Do share your knowledge and let me know your experience while solving classification problems in comments below.

**Question from past comments:** How does a tree decide where to split ? How is Gini index calculated and how classification tree picks a variable to split the data set based on Gini index and Entropy.

Ans: Let me try and explain this in a simple way. Assume we have a data set with 3 variables: Target(0,1), Sex(M/F), Age (values between 18-65). Target is the dependent variable. The data set has 20 rows.

You run CART algorithm. How will it decide where to split ? CART uses Gini Index to decide the split. Since here, we have only two predictors, the tree will decide first variable like this:

For Sex Variable: First it will check, how many males are there in the data. Let's say 8. Out of all these males, how many have target as 1. lets say (3/8) Out of all these males, how many have target as 0, lets say (5/8)

Gini Index Formula = 1 - ((3/8)^2 + (5/8)^2) = some value ( let's say 0.658)

Then it will check, how many females are there in the data. We get 20-8 = 12 Out of all these females, how many have target as 1, lets say (4/12) Out of all these females, how many have target as 0, lets say (8/12)

Gini Index Formula = 1 - ((4/12)^2 + (8/12)^2) = some value ( let's say 0.758)

Now, we'll weight the index values and sum them: 8/20 \* 0.658 + 12/20 \* 0.758 = some value (X)

For Age variable, we'll follow the same procedure. Let's say, the tree identifies Age >= 23 as splitting value. The splitting will be like this:

First it will check, how many rows are present in the age variable which has value >=23. let's say 13 Out of all these people, how many have target as 1, lets say (4/13) Out of all these people, how many have target as 0, lets say (9/13)

Gini Index Formula = 1 - ((4/13)^2 - (9/13)^2) = somevalue1

Then it will check, how many rows are present in the age variable which has value < 23. So, we have 20 - 13 = 7 Out of all these people, how many have target as 1, lets say (2/7) Out of all these people, how many have target as 0, lets say (5/7)

Gini Index Formula = 1 - ((2/7)^2 + (5/7)^2) = somevalue2

Lower value of Gini index is used for splitting. Therefore in our case, if somevalue2 < somevalue1, the tree will split at Age variable, otherwise it will split at Gender variable.